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ABSTRACT  

In this paper, we address the main aspects of Difference based partial reconfiguration on the Xilinx FPGAs. 

Difference-based partial reconfiguration is useful for making small on-the-fly changes to design parameters 

such as logic equations, filter parameters, and I/O standards. Partial reconfiguration is the prerequisite of 

reconfigurable computing, as it allows time-sharing of physical resources for the execution of multiple design 

modules. Moreover, partial reconfigurable modules can be swapped in or out on the fly from the operating 

environment control while other modules in the base design continue functioning without incurring any system 

downtime. This, results in dramatically increase in speed and functionality of FPGA based system. 
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1. Introduction 

Recent FGPA devices allow its partial reconfiguration, while the rest remains active and working; this 

is called dynamic partial reconfiguration. This functionality allows for a very wide range of 

computational units to be used on a single device. This capability allows the use of smaller devices, 

that are cheaper and with a lower static power consumption, and the implementation of more complex 

computational structures that would otherwise not fit in the device. 

Difference-based partial reconfiguration can be used when a small change is made to the design. It is 

especially useful in case of changing LUT equations or dedicated memory blocks content. The partial 

bit-stream contains only information about differences between the current design structure (that 

resides in the FPGA) and the new content of an FPGA. There are two ways of difference-based 

reconfiguration known as a front-end and back-end. The first one is based on the modification of the 

design in the hardware description languages (HDLs). It is clear that such a solution requires full 

repeating of the synthesis and implementation processes. The back-end difference-based partial 

reconfiguration permits to make changes at the implementation stage of the prototyping flow. 

Therefore there is no need for re-synthesis of the design. The usage of both methods (either front-end 

or back-end) leads to creation of a partial bit-stream that can be used for a partial reconfiguration of 

the FPGA. 

Normally, reconfiguring an FPGA requires it to be held in reset while an external controller reloads a 

design onto it. Partial reconfiguration allows for critical parts of the design to continue operating 

while a controller either on the FPGA or off of it loads a partial design into a reconfigurable module. 

Partial reconfiguration also can be used to save space for multiple designs by only storing the partial 

designs that change between designs. In this paper we have implemented two examples. Firstly, we 

have implemented a full adder and then reconfigured it with full subtractor. Then another example 

was shifting the leds right and then reconfiguring the leds to shift left.  

2. Difference-based partial reconfiguration 

The main objective for difference-based partial reconfiguration is allowing small design changes. 

After the changes are made, the BitGen program is used to produce a bitstream that only programs the 

differences between the original design and the new one. Depending on the changes, this partial 

bitstream can be much smaller than the original bitstream. The software can load these bitstreams 
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quickly and easily. All that is required is an understanding of how to make logic changes using the 

FPGA_Editor application, and the pertinent options to select in BitGen.it. 

2.1 Making Small Design Changes Using FPGA_Editor 

While there are a myriad of different types of changes that can be made to an FPGA design, in this 

application i.e. for adder first we have to change LUT programming using FPGA Editor. While it is 

possible to change routing information, this is not recommended due to the possibility of internal 

contention during reconfiguration.  

We have to change LUT Equations in order to make new adder_test.ncd files for the reconfigurable 

circuit. The smallest logical element that can be selected is the Slice. First, the block must be viewed. 

An individual slice is selected by hand and the particular block is edited using the Block Editor 

toolbar. The attributes are changed using LUT equations. Once these changes have been made, the 

new adder_test.ncd is used with the BitGen application to generate a difference-based bitstream. 

2.2 Creating Difference-Based Partial Reconfiguration Bitstreams 

A difference-based partial reconfiguration bitstream can be created with the BitGen utility using the -r 

switch. This switch produces a bitstream that contains only the differences between the input .ncd file 

and the original bit file. 

2.3 Using Bitstreams and Programming the FPGA 

Partial reconfiguration supports serial JTAG programming options. The Xilinx configuration 

application, iMPACT, can be used in conjunction with any Xilinx download cable to interface to 

target device(s) for configuration. Alternatively, the user can create board-level functions to control 

device configuration. Because partial bitstreams are indistinguishable from full bitstreams, end users 

must be careful to correctly sequence the application of these partial bitstreams to the target devices. 

The iMPACT software can identify a partial bitstream but cannot determine if it is being applied in 

the correct sequence order. When downloading a device using a partial bitstream, iMPACT software 

displays a message indicating that a partial bitstream is being used and that care should be taken to 

ensure correct sequencing. Beyond that, the end-user configuration experience with partial bitstreams 

is identical to that of full bit streams. 
 

 

 

Fig. 1 Simulation of an Adder circuit  

Initially the code of the full adder has been written in VHDL and simulated as Fig.1indicates and 

similarly the code of up counter has been written and simulated as Fig.2indicates.As the program has 

been simulated it is been downloaded on to FPGA. Further the same adder program can be changed to 

subtractor by making changes in the equation with the help of FPGA Editor as shown in Fig. 3.The bit 



 

International Journal of Advances in Engineering & Technology, May 2011. 

©IJAET                                                                                                             ISSN: 2231-1963 

196   Vol. 1,Issue 2,pp.194-197 
 

stream is generated and while running the adder program on FPGA the subtractor bit stream is loaded 

and now the output of subtactor is achieved. 

 

 

 

Fig. 2 Simulation of an UP counter 

 

 

 

 

 

 
 

Fig. 3 Implementation on Spartan2s30 FPGA 

3. Conclusions 

In this paper we have discussed about the implementation flow for Difference Based Partial 

Reconfiguration. Full Adder/Subtractor and Up/Down counter has been modeled in VHDL and 

implemented on Xilinx Spartan2Sxcv30tq144 FPGA board with difference based reconfiguration. 

This in turn reduces the time by rearranging the equation on FPGA Editor and generating the bits to 

be loaded on to the chip. In future we are going to implement these concepts for making a smart 

reconfigurable computing system. Thus we have successfully implemented the difference-based 

reconfiguration using the two examples that is for Full Adder with Full Subtractor and Up Down 

counter using the Spartan2Sxcv30tq144. 
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